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**1. Overview**

Packet snifﬁng and spooﬁng are the two important concepts in network security; they are two major threats in network communication. Being able to understand these two threats is essential for understanding security measures in networking. There are many packet snifﬁng and spooﬁng tools, such as Wireshark, Tcpdump, Netwox, etc. Some of these tools are widely used by security experts, as well as by attackers. Being able to use these tools is important for students, but what is more important for students in a network security course is to understand how these tools work, i.e., how packet snifﬁng and spooﬁng are implemented in software.

The objective of this lab is for students to master the technologies underlying most of the snifﬁng and spooﬁng tools. Students will play with some simple sniffer and spooﬁng programs, read their source code, modify them, and eventually gain an in-depth understanding on the technical aspects of these programs. At the end of this lab, students should be able to write their own snifﬁng and spooﬁng programs.

**2 Tasks**

**2.1 Task 1: Writing Packet Snifﬁng Program**

Sniffer programs can be easily written using the pcap library. With pcap, the task of sniffers becomes invoking a simple sequence of procedures in the pcap library. At the end of the sequence, packets will be put in buffer for further processing as soon as they are captured. All the details of packet capturing are handled by the pcap library. Tim Carstens has written a tutorial on how to use pcap library to write a sniffer program. The tutorial is available at http://www.tcpdump.org/pcap.htm. In this task, you need to read the tutorial, play with the program sniffex included in the tutorial, read the source code sniffex.c, and solve the following problems:

*NOTE: When compile the sniffex.c code, you have to add “–lpcap” in the end of the compile command.*

**Problem 1**: Please use your own words to describe the sequence of the library calls that are essential for sniffer programs. This is meant to be a summary, not detailed explanation like the one in the tutorial.

**Problem 2:** Why do you need the root privilege to run sniffex? Where does the program fail if executed without the root privilege?

**Problem 3:** Please turn on and turn off the promiscuous mode in the sniffer program. Can you demonstrate the difference when this mode is on and off? Please describe how you demonstrate this.

**Problem 4**: Please write ﬁlter expressions to capture each of the followings. In your lab reports, you need to include screen dumps to show the results of applying each of these ﬁlters.

* Capture the ICMP packets between two specific hosts.
* Capture the TCP packets that have a destination port range from to port 10 - 100.

**Problem 5:** Please show how you can use sniffex to capture the password when somebody is using telnet on the network that you are monitoring. You may need to modify the sniffex.c a little bit if needed. You also need to start the telnetd server on your VM. If you are using our pre-built VM, the telnetd server is already installed; just type the following command to start it.

% sudo service openbsd-inetd start

**2.2Task 2: ARP cache poisoning**

The ARP cache is an important part of the ARP protocol. Once a mapping between a MAC address and an IP address is resolved as the result of executing the ARP protocol, the mapping will be cached. Therefore, there is no need to repeat the ARP protocol if the mapping is already in the cache. However, because the ARP protocol is stateless, the cache can be easily poisoned by maliciously crafted ARP messages. Such an attack is called the ARP cache poisoning attack.

In such an attack, attackers use spoofed ARP messages to trick the victim to accept an invalid MAC-to-IP mapping, and store the mapping in its cache. There can be various types of consequences depending on the motives of the attackers. For example, attackers can launch a DoS attack against a victim by associating a nonexistent MAC address to the IP address of the victim’s default gateway; attackers can also redirect the trafﬁc to and from the victim to another machine, etc.

In this task, you need to demonstrate how the ARP cache poisoning attack work. Several commands can be useful in this task. In Linux we can use command arp to check the current mapping between IP address and MAC.

Once the mapping between a MAC address and an IP address is resolved as the result of executing the ARP protocol, the mapping will be cached. The cache can be poisoned by malicious crafted ARP messages.

**Problem 5**: In this task, you need to do the following:

1. Show the ARP table before attack
2. Show the ARP table after attack
3. Try the DoS attack if interesting (not required)

**Hints:**

* To conduct this lab, you need to have at least 2 machines: victim and the attacker.
* The ARP cache poisoning is only successful when the IP entry already exists in victim’s ARP catch. Otherwise the attack will not going to succeed.
* Attack tool to use: netwag 33
* If you want to conduct the DoS attack, you can use this tool: netwag 72

**3. Submission**

You need to submit a detailed lab report to describe what you have done and what you have observed; you also need to provide explanation to the observations that are interesting or surprising. Please also list the important code snippets followed by explanation. Simply attaching code without any explanation will not receive credits.